# Project

* Site-15-Api-Ng-identity-role-management
  + Copied from: Site-14-Api-Ng-messaging-queryparams-routeresolvers
* For the “MySocialConnect-API”
  + dotnet restore
  + dotnet build
  + Go to project : MSC.WebApi
    - dotnet build : to build
    - dotnet run : to run the api

# New Resources

|  |  |
| --- | --- |
| MSC.Core | MSC.WebApi |
| MSC.core/DB/Entities/AppRole.cs | MSC.WebApi/Constrollers/AdminController.cs |
| MSC.core/DB/Entities/AppUserRole.cs |  |
| MSC.Core/Constants/SiteIdentityConstants.cs |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |

# Resources updated

|  |  |
| --- | --- |
| MSC.Core | MSC.WebApi |
| MSC.Core/DB/Entities/AppUser.cs | MSC.WebApi/Program.cs |
| MSC.Core/BusinessLogic/UserBusinessLogic |  |
| MSC.Core/DB/Data/SeedData.cs |  |
| MSC.Core/DB/Data/DataContext.cs |  |
| MSC.core/Extensions/AppServiceExtensions.cs |  |
| MSC.Core/Services/TokenService |  |
| MSC.Core/Extensions/StringExtensions.cs |  |

# Clear Database

* New migrations created
* Clear the users
* dotnet ef database drop
* dotnet ef database update

# Intro

Refactor the code to use ASP.NET identity and gain an understanding of the following

* using .NET identity
* Role management
* Policy based authorization
* UserManager<T>
* SignInManager<T>
* RoleManager<T>

Why?

* Battle hardned, written and tested by Microsoft
* Comes with a password hasher with 10,000 salt iterations
  + Our custom solution is only doing 1 pass
* Full framework for managing members and roles
* Provide an entity framework schema to create the needed tables
* Highly customizable

## Important

Check for comment IR\_REFATCOR to find all the code that has been changed.

## User and Role

* A user can have many roles
* A role can have may users
* So these are in many to many relationship
* AppUserRole will get the User and Role properties
* AppUser and AppRole will both use AppAppUserRole as a collection to later define Many to Many relationship

# Step 1 - Setup

## MSC.Core/DB

### Entities

#### Updated AppUser.cs

using System;

using System.Collections.Generic;

using System.ComponentModel.DataAnnotations;

using System.ComponentModel.DataAnnotations.Schema;

using Microsoft.AspNetCore.Identity;

using Microsoft.EntityFrameworkCore;

namespace MSC.Core.DB.Entities;

//IR\_REFATCOR : derive from IdentityUser,

//remove Id, userName, passwordHash, PasswordSalt since these are coming from IdentityUser

//remove the Column(Order attribute

[Index(nameof(Guid))]

[Index(nameof(UserName))]

public class AppUser : IdentityUser<int> /\*int here wil make the key int, default is string\*/

{

    /\*

    //[Column(Order = 1)]

    public int Id { get; set; }

    \*/

    //[Column(Order = 2)]

    [DatabaseGenerated(DatabaseGeneratedOption.Identity)]

    [Required]

    public Guid Guid { get; set; }  = Guid.NewGuid();

    /\*

    //[Column(Order = 3)]

    [Required]

    public string UserName { get; set; }

    \*/

    /\*

    //[Column(Order = 4)]

    [Required]

    public byte[] PasswordHash {get; set;} //actual password

    \*/

    /\*

    //[Column(Order = 5)]

    [Required]

    public byte[] PasswordSalt { get; set; } //the salt to hash the password

    \*/

    //[Column(Order = 6)]

    public DateOnly DateOfBirth { get; set; }

    //[Column(Order = 7)]

    public string DisplayName { get; set; }

    //[Column(Order = 8)]

    public string Gender { get; set; }

    //[Column(Order = 9)]

    public string Introduction { get; set; }

    //[Column(Order = 10)]

    public string LookingFor { get; set; }

    //[Column(Order = 11)]

    public string Interests { get; set; }

    //[Column(Order = 12)]

    public string City { get; set; }

    //[Column(Order = 13)]

    public string Country { get; set; }

    public List<Photo> Photos { get; set; } = new();  //new List<Photo>();

    //[Column(Order = 14)]

    public DateTime LastActive { get; set; } = DateTime.UtcNow;

    //[Column(Order = 15)]

    public DateTime CreatedOn { get; set; } = DateTime.UtcNow;

    //[Column(Order = 16)]

    public DateTime UpdatedOn { get; set; } = DateTime.UtcNow;

    /\*

    public int GetAge(){

        var age = DateOfBirth.CalculateAge();

        return age;

    }

    \*/

    /// <summary>

    /// Other users that liked the logged in User. CheckDB Context for relationships

    /// </summary>

    public List<UserLike> LikedByUsers { get; set; }

    /// <summary>

    /// Users that the logged in user liked. CheckDB Context for relationships

    /// </summary>

    public List<UserLike> LikedUsers { get; set; }

    //for messages, check DB Context

    public List<UserMessage> MessagesSent { get; set; }

    public List<UserMessage> MessagesReceived { get; set; }

    //navigation property to the join table

    public ICollection<AppUserRole> UserRoles {get; set;}

}

#### New AppRole.cs

using System.Collections.Generic;

using Microsoft.AspNetCore.Identity;

namespace MSC.Core.DB.Entities;

//IR\_REFATCOR

//Many to Many relationship with AppUser where

//A user can have may roles

//and a role can have many users

public class AppRole : IdentityRole<int>

{

    //navigation property to the join table

    public ICollection<AppUserRole> UserRoles {get; set;}

}

#### New AppUserRole.cs

using Microsoft.AspNetCore.Identity;

namespace MSC.Core.DB.Entities;

//IR\_REFATCOR

//A joining table between AppUser and AppRole

//Used in both AppRole and and AppUser

//User <=> Role have Many to Many relationship

//A user can have many roles

//and a role can have many users

//so put iCollection of AppUSerRole in both AppRole and AppUser

public class AppUserRole : IdentityUserRole<int>

{

    public AppUser User { get; set; }

    public AppRole Role { get; set; }

}

#### Update UserBusinessLogic.cs

Since the properties have been remove so remove the use of the same

##### RegisterUserAsync Method

        var appUser = \_mapper.Map<AppUser>(registerUser);

        ////IR\_REFATCOR: removed these properties

        //appUser.PasswordHash = hashSalt.Hash;

        //appUser.PasswordSalt = hashSalt.Salt;

##### LoginAsync.cs

        /\*

        var hashKeyLogin = login.Password.ComputeHashHmacSha512(user.PasswordSalt);

        if (hashKeyLogin == null)

            throw new UnauthorizedAccessException("Either username or password is wrong");

        //both are byte[]

        if (!hashKeyLogin.Hash.AreEqual(user.PasswordHash))

            throw new UnauthorizedAccessException("Either username or password is wrong");

        \*/

#### Update SeedData.cs

            ////IR\_REFATCOR: removed these properties

            /\*

            user.PasswordHash = hashkey.Hash;

            user.PasswordSalt = hashkey.Salt;

            \*/

## Packages

### Microsoft.AspNetCore.Identity.EntityFrameworkCore

By Microsoft

![](data:image/png;base64,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)

## Re-Configuring DataContext

### MSC.Core/DB/Data/DataContect.cs

#### Derive from IdentityDbcontext

Order is important

//IR\_REFATCOR

//public class DataContext : DbContext

public class DataContext : IdentityDbContext<AppUser, //class we created

                                            AppRole, //class we created

                                            int, //type int as that is what we defined AppUser, AppRole, AppUserRole

                                            IdentityUserClaim<int>,

                                            AppUserRole, //class we created

                                            IdentityUserLogin<int>,

                                            IdentityRoleClaim<int>,

                                            IdentityUserToken<int>

                                            >

#### AppUSer all remove

    //IR\_REFATCOR

    /\*

    //Photos will be pulled with the user so no need to put here. Check Photo entity for details

    public DbSet<AppUser> Users { get; set; }

    \*/

#### Create relationship

    protected override void OnModelCreating(ModelBuilder builder)

    {

        base.OnModelCreating(builder);

        //IR\_REFATCOR Due to use of Identity

        CreateUserRole(builder);

And the method

    //IR\_REFATCOR Many to Many relationship

    private void CreateUserRole(ModelBuilder builder)

    {

        builder.Entity<AppUser>()

                    .HasMany(ur => ur.UserRoles)

                    .WithOne(u => u.User) //Property in AppUserRole

                    .HasForeignKey(ur => ur.UserId)

                    .IsRequired()

            ;

            builder.Entity<AppRole>()

                    .HasMany(ur => ur.UserRoles)

                    .WithOne(u => u.Role) //Property in AppUserRole

                    .HasForeignKey(ur => ur.RoleId)

                    .IsRequired()

            ;

    }

## Configuring Identity - Startup Class

### MSC.Core/Extensions/AppServiceExtensions.cs

#### AddAuthenticationService

    public static IServiceCollection AddAuthenticationService(this IServiceCollection services, IConfiguration config)

    {

        //IR\_REFACOR - Identity, out it before services.AddAuthentication

        //for mvc use services.AddIdentity. For the api we can't do that

        services.AddIdentityCore<AppUser>(opt => {

            //there are a lot of options that we can configure here

            //pick per the site password scheme

            opt.Password.RequireNonAlphanumeric = false;

            opt.Password.RequireDigit = false;

            opt.Password.RequireLowercase = false;

            opt.Password.RequireUppercase = false;

        })

        //roles

        .AddRoles<AppRole>()

        //role manager

        .AddRoleManager<RoleManager<AppRole>>()

        //and finally add store to create all the identity related tables

        .AddEntityFrameworkStores<DataContext>()

        ;

        services.AddAuthentication(JwtBearerDefaults.AuthenticationScheme)

        .AddJwtBearer(options => {

            options.TokenValidationParameters = new TokenValidationParameters

            {

                ValidateIssuerSigningKey = true,

                IssuerSigningKey = new SymmetricSecurityKey(Encoding.UTF8.GetBytes(config.GetTokenKey())),

                ValidateIssuer = false,

                ValidateAudience = false

            };

        });

        return services;

    }

# Step 2 – Drop DB / Add Migaration / SeedData

## Add Migrations – Update Database

> dotnet ef migrations add IdentityAdded

This will give a warning about loss of data. This is ok since we have removed the columns from the Users table.

### Comment Seed Data - Temporarily

Before running the app or issuing update database, go to programs.cs and comment out the seed data

try{

    var context = services.GetRequiredService<DataContext>();

    //Asynchronously applies any pending migrations for the context to the database. Will create the database if it does not already exist.

    await context.Database.MigrateAsync();

    //await SeedData.SeedUsers(context);

}

> dotnet ef database update

|  |  |
| --- | --- |
| Before | After |
|  |  |

## MSC.Core/DB/Data

### SeedData.cs

Mark the current method as obsolete

//IR\_REFACTOR

public class SeedData

{

    /// <summary>

    /// Broken after Identity use, Before IR\_REFACTOR. Use new method SeedUsers that takes in UserManager

    /// </summary>

    /// <param name="context"></param>

    /// <returns></returns>

    [Obsolete]

    public static async Task SeedUsers(DataContext context)

Create the method

    /// <summary>

    /// New method after Identity implementation

    /// </summary>

    /// <returns></returns>

    public static async Task SeedUsers(UserManager<AppUser> userManager)

    {

        //if users then do not seed new data

        if(await userManager.Users.AnyAsync()) return;

        //seed data file location

        var location = System.AppDomain.CurrentDomain.BaseDirectory;

        var index = location.IndexOf("MSC.WebApi");

        var file = location.Substring(0, index-1);

        var fileFullPath = @$"{file}\MSC.Core\DB\Data\UserSeedData.json";

        var isFile = await Task.Run(() => File.Exists(fileFullPath));

        if(!isFile) return;

        //read file

        var userData = await File.ReadAllTextAsync(fileFullPath);

        if(string.IsNullOrWhiteSpace(userData)) return;

        //Deserialize

        var options = new JsonSerializerOptions{ PropertyNameCaseInsensitive = true };

        var users = JsonSerializer.Deserialize<List<AppUser>>(userData, options);

        if(users == null) return;

        //default password

        var defaultPassword = "Password@1";

        // convert the username to lower case

        foreach(var user in users){

            user.UserName = user.UserName.ToLowerInvariant();

            await userManager.CreateAsync(user, defaultPassword); //will save as well.

        }

    }

## MSC.Webapi/Program.cs

Use the new method to seed data.

/\*\*\*Custom Section Seed Data Start\*\*\*/

//IR\_REFACTOR

using var scope = app.Services.CreateScope();

var services = scope.ServiceProvider;

try{

    var context = services.GetRequiredService<DataContext>();

    var userManager = services.GetRequiredService<UserManager<AppUser>>();

    //Asynchronously applies any pending migrations for the context to the database. Will create the database if it does not already exist.

    await context.Database.MigrateAsync();

    //await SeedData.SeedUsers(context);

    await SeedData.SeedUsers(userManager);

}

catch(Exception ex)

{

    var logger = services.GetService<ILogger<Program>>();

    logger.LogError(ex, "An error occured during seeding data");

}

/\*\*\*Custom Section Seed Data End\*\*\*/

## Drop Database

> dotnet ef database drop

Build started...

Build succeeded.

Are you sure you want to drop the database 'main' on server 'DbFile/MySocialConnect.db'? (y/N)

y

Dropping database 'main' on server 'DbFile/MySocialConnect.db'.

Successfully dropped database 'main'.

## Update Database

> dotnet ef database update

Or run app

## Run App to Seed Data

> dotnet watch --no-hot-reload

Check AspNetUsers table and all 10 users specified in MSC.Core/DB/Data/UserSeedData.json should be created again.

# Step 3 – UserExists / Login / Register Updates

Update Register and Login

## MSC.Core/BusinessLogic/UserBusinessLogic.cs

### Constructor

Add userManager

    private readonly UserManager<AppUser> \_userManager;

    private readonly IUserRepository \_userRepo;

    private readonly ITokenService \_tokenService;

    private readonly IMapper \_mapper;

    private readonly IPhotoService \_photoService;

    public UserBusinessLogic(UserManager<AppUser> userManager, IUserRepository userRepo, ITokenService tokenService, IMapper mapper, IPhotoService photoService)

    {

        \_userManager = userManager;

        \_userRepo = userRepo;

        \_tokenService = tokenService;

        \_mapper = mapper;

        \_photoService = photoService;

    }

### UserExists Method

    public async Task<bool> UserExists(string userName)

    {

        if(string.IsNullOrWhiteSpace(userName))

            throw new ValidationException("User name missing");

        //IR\_REFACTOR : use the user manager

        //return await \_userRepo.UserExists(userName);

        return await \_userManager.Users.AnyAsync(x => x.UserName.ToLower() == userName.ToLower());

    }

### RegisterUserAsync Method

    public async Task<LoggedInUserDto> RegisterUserAsync(UserRegisterDto registerUser)

    {

        if (registerUser == null)

            throw new ValidationException("Invalid user");

        if(string.IsNullOrWhiteSpace(registerUser.UserName))

            throw new ValidationException("User name missing");

        if(string.IsNullOrWhiteSpace(registerUser.Password))

            throw new ValidationException("Password is missing");

        if(await UserExists(registerUser.UserName))

            throw new ValidationException("Username already taken");

        //IR\_REFACTOR

        /\*

        //hash the password, it will give back hash and salt key

        var hashSalt = registerUser.Password.ComputeHashHmacSha512();

        if(hashSalt == null)

            throw new ValidationException("Unable to handle provided password");

        \*/

        //create app user to save

        /\*

        var appUser = new AppUser();

        appUser.UserName = registerUser.UserName.ToLower();

        \*/

        var appUser = \_mapper.Map<AppUser>(registerUser);

        ////IR\_REFATCOR: removed these properties

        //appUser.PasswordHash = hashSalt.Hash;

        //appUser.PasswordSalt = hashSalt.Salt;

        //IR\_REFACTOR

        /\*

        var isRegister = await \_userRepo.RegisterUserAsync(appUser);

        if(!isRegister)

            throw new DataFailException("User not registerd");

        \*/

        var result = await \_userManager.CreateAsync(appUser, registerUser.Password);

        if(!result.Succeeded)

            throw new DataFailException(string.Join(", ", result.Errors));

        var returnUser = await \_userRepo.GetUserRawAsync(registerUser.UserName, includePhotos: true);

        if(returnUser == null)

            throw new DataFailException("Something went wrong. No user found!");

        //var loggedInUser = returnUser.ManualMapToLoggedInUserDto(\_tokenService);;

        var loggedInUser = \_mapper.Map<LoggedInUserDto>(returnUser);

        loggedInUser.Token = \_tokenService.CreateToken(returnUser);

        return loggedInUser;

    }

### LoginAsync Method

    public async Task<LoggedInUserDto> LoginAsync(LoginDto login)

    {

        if (login == null)

            throw new ValidationException("Login info missing");

        //IR\_REFATCOR:

        //var user = await \_userRepo.GetUserRawAsync(login.UserName, includePhotos: true);

        var user = await \_userManager.Users

                                    .Include(p => p.Photos)

                                    .SingleOrDefaultAsync(x => x.UserName == login.UserName.ToLower());

        ////IR\_REFATCOR: removed these properties

        //if (user == null || user.PasswordSalt == null || user.PasswordHash == null)

        //    throw new UnauthorizedAccessException("Either username or password is wrong");

        if(user == null)

            throw new UnauthorizedAccessException("Either username or password is wrong");

        //password is hashed in db. Hash login password and check against the DB one

        ////IR\_REFATCOR: removed these properties

        /\*

        var hashKeyLogin = login.Password.ComputeHashHmacSha512(user.PasswordSalt);

        if (hashKeyLogin == null)

            throw new UnauthorizedAccessException("Either username or password is wrong");

        //both are byte[]

        if (!hashKeyLogin.Hash.AreEqual(user.PasswordHash))

            throw new UnauthorizedAccessException("Either username or password is wrong");

        \*/

        var result = await \_userManager.CheckPasswordAsync(user, login.Password);

        if (!result)

            throw new UnauthorizedAccessException("Either username or password is wrong");

        //mapping via manual user mapper

        //var loggedInUser = user.ManualMapToLoggedInUserDto(\_tokenService);

        var loggedInUser = \_mapper.Map<LoggedInUserDto>(user);

        loggedInUser.Token = \_tokenService.CreateToken(user);

        return loggedInUser;

    }

# Step 4 – Add Roles and Assign to Users

## Constants

### MSC.Core/Constants/SiteIdentityConstants.cs

using System.Collections.Generic;

using MSC.Core.DB.Entities;

namespace MSC.Core.Constants;

//IR\_REFACTOR

public class SiteIdentityConstants

{

    public const string Role\_Member = "Member";

    public const string Role\_Admin = "Admin";

    public const string Role\_Moderator = "Moderator";

    public static List<AppRole> SiteRoles = new List<AppRole>{

        new AppRole{ Name = SiteIdentityConstants.Role\_Member},

        new AppRole{ Name = SiteIdentityConstants.Role\_Admin},

        new AppRole{ Name = SiteIdentityConstants.Role\_Moderator}

    };

    public static List<AppRole> SiteAdminModeratorRoles = new List<AppRole>{

        new AppRole{ Name = SiteIdentityConstants.Role\_Admin},

        new AppRole{ Name = SiteIdentityConstants.Role\_Moderator}

    };

    public const string AuthPolicy\_Admin = "AuthPolicy\_Admin";

    public const string AuthPolicy\_Moderator\_Photos = "AuthPolicy\_Moderator\_Photos";

}

## MSC.Core/DB/Data/SeedData.cs

* Update the new SeedUsers method, [created above](#_SeedData.cs)
* It will now receive roleManager
* Add “Member” role to current users being read from json
* Add new new admin user with Admin and Moderator roles

    public static async Task SeedUsers(UserManager<AppUser> userManager, RoleManager<AppRole> roleManager)

    {

        //if users then do not seed new data

        if(await userManager.Users.AnyAsync()) return;

        //seed data file location

        var location = System.AppDomain.CurrentDomain.BaseDirectory;

        var index = location.IndexOf("MSC.WebApi");

        var file = location.Substring(0, index-1);

        var fileFullPath = @$"{file}\MSC.Core\DB\Data\UserSeedData.json";

        var isFile = await Task.Run(() => File.Exists(fileFullPath));

        if(!isFile) return;

        //read file

        var userData = await File.ReadAllTextAsync(fileFullPath);

        if(string.IsNullOrWhiteSpace(userData)) return;

        //Deserialize

        var options = new JsonSerializerOptions{ PropertyNameCaseInsensitive = true };

        var users = JsonSerializer.Deserialize<List<AppUser>>(userData, options);

        if(users == null) return;

        //Roles

        List<AppRole> roles = SiteIdentityConstants.SiteRoles; //Helper property to get the roles as List<AppRole>

        foreach(var role in roles){

            await roleManager.CreateAsync(role);

        }

        //default password

        var defaultPassword = "Password@1";

        //convert the username to lower case

        foreach(var user in users){

            user.UserName = user.UserName.ToLowerInvariant();

            await userManager.CreateAsync(user, defaultPassword); //will save as well.

            //add the user to Member Role

            await userManager.AddToRoleAsync(user, SiteIdentityConstants.Role\_Member);

        }

        //create Admin User and add Admin and Moderator roles

        var adminUser = new AppUser{

            UserName = "admin",

            DisplayName = "Admin",

            Gender = "male"

        };

        await userManager.CreateAsync(adminUser, defaultPassword);

        var adminModeratorRoles = SiteIdentityConstants.SiteAdminModeratorRoles.Select(x => x.Name).ToList();

        await userManager.AddToRolesAsync(adminUser, adminModeratorRoles);

    }

## MSC.WebApi/Program.cs

Pass the roleManager to SeedData

/\*\*\*Custom Section Seed Data Start\*\*\*/

//IR\_REFACTOR

using var scope = app.Services.CreateScope();

var services = scope.ServiceProvider;

try{

    var context = services.GetRequiredService<DataContext>();

    var userManager = services.GetRequiredService<UserManager<AppUser>>();

    var roleManager = services.GetRequiredService<RoleManager<AppRole>>();

    //Asynchronously applies any pending migrations for the context to the database. Will create the database if it does not already exist.

    await context.Database.MigrateAsync();

    //await SeedData.SeedUsers(context);

    await SeedData.SeedUsers(userManager, roleManager);

}

catch(Exception ex)

{

    var logger = services.GetService<ILogger<Program>>();

    logger.LogError(ex, "An error occured during seeding data");

}

/\*\*\*Custom Section Seed Data End\*\*\*/

## MSC.Core/BusinessLogic/BusinessLogic.cs

### RegisterUserAsync Method

Add the user to member role after successful registration.

        var result = await \_userManager.CreateAsync(appUser, registerUser.Password);

        if(!result.Succeeded)

            throw new DataFailException(string.Join(", ", result.Errors));

        //add the user to the member role

        var roleResult = await \_userManager.AddToRoleAsync(appUser, SiteIdentityConstants.Role\_Member);

        if(!roleResult.Succeeded)

            throw new DataFailException(roleResult.Errors.ToString());

## Drop Database

> dotnet ef database drop

Are you sure you want to drop the database 'main' on server 'DbFile/MySocialConnect.db'? (y/N)

y

Dropping database 'main' on server 'DbFile/MySocialConnect.db'.

Successfully dropped database 'main'.

## Run the App again

> dotnet watch --no-hot-reload

## Check Tables

See “[UserIds and Password.txt](../UserIds%20And%20Passwords.txt)” in the root, Site 15 section

## Add Roles to Claims – TokenService

### MSC.Core/Services/ITokenService.cs

using System.Threading.Tasks;

using MSC.Core.DB.Entities;

namespace MSC.Core.Services;

public interface ITokenService

{

    Task<string> CreateToken(AppUser user);

}

### MSC.Core/Services/TokenService.cs

Add the user roles to claims

#### Constructor

Inject UserManager

    private readonly SymmetricSecurityKey \_key;

    private readonly UserManager<AppUser> \_userManager;

    public TokenService(IConfiguration config, UserManager<AppUser> userManager)

    {

        var tokenKey = config.GetTokenKey(); //from app settings config using the extension created

        if(string.IsNullOrWhiteSpace(tokenKey))

            throw new Exception("TokenKey missing");

        \_key = new SymmetricSecurityKey(Encoding.UTF8.GetBytes(tokenKey));

        \_userManager = userManager;

    }

#### CreateToken Method

Change the signature.

Add roles after adding user claims

    public async Task<string> CreateToken(AppUser user)

    {

        if(user == null)

            throw new Exception("User info missing");

        //claims

        var claims = new List<Claim>

        {

            new Claim(JwtRegisteredClaimNames.NameId, user.Id.ToString()),

            new Claim(JwtRegisteredClaimNames.UniqueName, user.UserName),

            new Claim("Guid", user.Guid.ToString()),

            new Claim("DisplayName", user.DisplayName)

        };

        //get roles and add to the claims above with a custom name

        var roles = await \_userManager.GetRolesAsync(user);

        if(roles != null)

            claims.AddRange(roles.Select(r => new Claim(ClaimTypes.Role, r)));

        else

            claims.Add(new Claim(ClaimTypes.Role, SiteIdentityConstants.Role\_Member)); //default it to Member when no roles found

## MSC.Core/BusinessLogic/UserBusinessLogic.s

### RegisterUserAsync

Await the Create token call

        //var loggedInUser = returnUser.ManualMapToLoggedInUserDto(\_tokenService);;

        var loggedInUser = \_mapper.Map<LoggedInUserDto>(returnUser);

        loggedInUser.Token = await \_tokenService.CreateToken(returnUser);

        return loggedInUser;

### LoginAsync

Await the create token call

        //var loggedInUser = user.ManualMapToLoggedInUserDto(\_tokenService);

        var loggedInUser = \_mapper.Map<LoggedInUserDto>(user);

        loggedInUser.Token = await \_tokenService.CreateToken(user);

        return loggedInUser;

## MSC.Core/Mappers/ManualMapperExtensions.cs

This is not being used any more so remove comment out the CreateTokenCall

### ManualMapToLoggedInUSerDto

        //IR\_REFACTOR :  CreateToken is async call now so commented it. Not used any more

        //loggedInUser.Token = tokenService.CreateToken(user);

## Check the Token

### Login as a Blanca

{

    "id": 5,

    "userName": "blanca",

    "guid": "092a9b9e-9fe3-4fc6-8b9d-488d33b33059",

    "token": "eyJhbGciOiJIUzUxMiIsInR5cCI6IkpXVCJ9.eyJuYW1laWQiOiI1IiwidW5pcXVlX25hbWUiOiJibGFuY2EiLCJHdWlkIjoiMDkyYTliOWUtOWZlMy00ZmM2LThiOWQtNDg4ZDMzYjMzMDU5IiwiRGlzcGxheU5hbWUiOiJCbGFuY2EiLCJyb2xlIjoiTWVtYmVyIiwibmJmIjoxNzE1NjYxMzA5LCJleHAiOjE3MTYyNjYxMDksImlhdCI6MTcxNTY2MTMwOX0.barVKk4E72LYWgXVlPPYvo31zPlFyqUWkBx3lZj95OKTdXE8RIrlpqCHMsNTKaG8SfObrsxIep\_zaKoLqGLl3Q",

    "displayName": "Blanca",

    "mainPhotoUrl": "https://randomuser.me/api/portraits/women/27.jpg",

    "gender": "female"

}

Go to <https://jwt.io> and decode the token

{

"nameid": "5",

"unique\_name": "blanca",

"Guid": "092a9b9e-9fe3-4fc6-8b9d-488d33b33059",

"DisplayName": "Blanca",

"role": "Member",

"nbf": 1715661309,

"exp": 1716266109,

"iat": 1715661309

}

### Login as Admin

{

    "id": 11,

    "userName": "admin",

    "guid": "4ce8e019-d3d1-4744-8e49-9e97737867b7",

    "token": "eyJhbGciOiJIUzUxMiIsInR5cCI6IkpXVCJ9.eyJuYW1laWQiOiIxMSIsInVuaXF1ZV9uYW1lIjoiYWRtaW4iLCJHdWlkIjoiNGNlOGUwMTktZDNkMS00NzQ0LThlNDktOWU5NzczNzg2N2I3IiwiRGlzcGxheU5hbWUiOiJBZG1pbiIsInJvbGUiOlsiQWRtaW4iLCJNb2RlcmF0b3IiXSwibmJmIjoxNzE1NjYxNTE1LCJleHAiOjE3MTYyNjYzMTUsImlhdCI6MTcxNTY2MTUxNX0.b2rEO9pUC5X5Bw99ZhiWcnOWeIvvPIgdzixEZIXbAQX5YGanuPvSqlDJfmlZUHMqCEG4QQUeFBKuInldTNNckQ",

    "displayName": "Admin",

    "mainPhotoUrl": "",

    "gender": "male"

}

Go to <https://jwt.io> and decode the token

{

"nameid": "11",

"unique\_name": "admin",

"Guid": "4ce8e019-d3d1-4744-8e49-9e97737867b7",

"DisplayName": "Admin",

"role": [

"Admin",

"Moderator"

],

"nbf": 1715661515,

"exp": 1716266315,

"iat": 1715661515

}

# Step 5 – CopyToOutputDirectory [Not Needed]

Currently the file is being picked in SeedData.cs by

* getting the base directory and then
* moving upto MSC.Core and
* finally moving down to the file

## MSC.Core/MSC.Core.csproj

Open the project file and manually add the seed data file to it as new itemgroup

CopytToOutputDirectory could be either

* Always or
* PreserveNewest

<Project Sdk="Microsoft.NET.Sdk">

  <PropertyGroup>

    <TargetFramework>net8.0</TargetFramework>

    <!--

    <ImplicitUsings>disable</ImplicitUsings>

    <Nullable>disable</Nullable>

    -->

  </PropertyGroup>

  <ItemGroup>

    <PackageReference Include="AutoMapper.Extensions.Microsoft.DependencyInjection" Version="12.0.1" />

    <PackageReference Include="CloudinaryDotNet" Version="1.26.2" />

    <PackageReference Include="Microsoft.AspNetCore.Authentication.JwtBearer" Version="8.0.2" />

    <PackageReference Include="Microsoft.AspNetCore.Identity.EntityFrameworkCore" Version="8.0.4" />

    <PackageReference Include="Microsoft.EntityFrameworkCore.Design" Version="8.0.2">

      <IncludeAssets>runtime; build; native; contentfiles; analyzers; buildtransitive</IncludeAssets>

      <PrivateAssets>all</PrivateAssets>

    </PackageReference>

    <PackageReference Include="Microsoft.EntityFrameworkCore.Sqlite" Version="8.0.2" />

    <PackageReference Include="Microsoft.Extensions.Configuration.Binder" Version="8.0.1" />

    <PackageReference Include="System.IdentityModel.Tokens.Jwt" Version="7.3.1" />

  </ItemGroup>

  <ItemGroup>

    <None Update="DB\Data\UserSeedData.json">

      <CopyToOutputDirectory>Always</CopyToOutputDirectory>

    </None>

  </ItemGroup>

</Project>

## Build Solution or individual Projects

![](data:image/png;base64,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)

## MSC.Core/DB/Data/SeedData.cs

Change the path pick from the executing dir

        //seed data file location

        //var x = Path.GetDirectoryName(Assembly.GetExecutingAssembly().Location);

        //C:\\...\\MySocialConnect-API\\MSC.WebApi\\bin\\Debug\\net8.0

        var location = System.AppDomain.CurrentDomain.BaseDirectory;

        //C:\\...\\MySocialConnect-API\\MSC.WebApi\\bin\\Debug\\net8.0\\

        var filePath = @"DB\Data\UserSeedData.json";

        //old way of getting to the file

        /\*

        var index = location.IndexOf("MSC.WebApi");

        var file = location.Substring(0, index-1);

        var fileFullPath = @$"{file}\MSC.Core\{filePath}";

        \*/

        //Since file has been setup with CopyToOutputDirectory=Always, check MSC.Core.csproj for details.

        var fileFullPath = Path.Combine(location, filePath);

# Step 6 – Adding Policy Based Authorization

## Roles Based Authorization

### UserController.cs

We can do like

    [Authorize(Roles = SiteIdentityConstants.Role\_Admin)]

    [HttpGet]

    public async Task<ActionResult<PagedList<UserDto>>> GetUsers([FromQuery]UsersSearchParamDto userParams)

When the user is not in role then 403 response will be sent back.

## Policy Based Authorization

### /MSC.Core/Constants/SiteIdentityConstants.cs

Two constants have already been added

    public const string AuthPolicy\_Admin = "AuthPolicy\_Admin";

    public const string AuthPolicy\_Moderator\_Photos = "AuthPolicy\_Moderator\_Photos";

## Add Policy to AppServiceExtensions

### /MSC.Core/Extensions/AppServiceExtensions.cs

#### AddAuthenticationServie Method

1. The first one added is AddIdentityCore, [above](#_AddAuthenticationService) when configured identity
2. The second one is AddAuthentication, which was [already there](002%20Project3%20-WebApi-Auth-JWT-Reg-Login-Extensions.docx), Add Authentication Service section.
3. The third item added is AddAuthorization.
4. Order is important for these.

        services.AddAuthorization(opt => {

            opt.AddPolicy(SiteIdentityConstants.AuthPolicy\_Admin,

                            policy => policy.RequireRole(SiteIdentityConstants.Role\_Admin));

            opt.AddPolicy(SiteIdentityConstants.AuthPolicy\_Moderator\_Photos,

                            policy => policy.RequireRole(SiteIdentityConstants.Role\_Admin, SiteIdentityConstants.Role\_Moderator));

        });

## MSC.WebApi/Controllers/AdminController.cs

* New controller, simple setup. Will be overwritten [below](#_Step_7_–).
* Policy base authorization applied to the two actions specified.

namespace MSC.WebApi.Controller;

public class AdminController : BaseApiController

{

    [Authorize(Policy = SiteIdentityConstants.AuthPolicy\_Admin)]

    [HttpGet("users-with-roles")]

    public ActionResult GetUsersWithRoles()

    {

        return Ok("Only admins can see this");

    }

    [Authorize(Policy = SiteIdentityConstants.AuthPolicy\_Moderator\_Photos)]

    [HttpGet("photos-to-moderate")]

    public ActionResult GetPhotosForModeration()

    {

        return Ok("Admins or moderators can see this");

    }

}

# Step 7 – Get Users/Roles and Update User Roles

## MSC.Core/Extensions/StringExtensions.cs

### StringSplitToTypes

Add a new method to split the string per the type specified and return the same.

    public static IEnumerable<T> StringSplitToType<T>(this string value, string delimiter = ",")

    {

        var defaultValue = default(IEnumerable<T>);

        if(string.IsNullOrWhiteSpace(value))

            return defaultValue;

        var result = value

                        .Split(new[] {delimiter}, StringSplitOptions.RemoveEmptyEntries)

                        .Select(x => x.Trim())

                        .ToArray();

        if(result.Length <= 0 || (result.Length == 1 && string.IsNullOrWhiteSpace(result[0])))

            return defaultValue;

        var newO = Activator.CreateInstance<List<T>>();

        foreach(var item in result)

        {

            try{

                newO.Add((T)Convert.ChangeType(item, typeof(T)));

            }

            catch{}

        }

        if(!newO.Any())

            return defaultValue;

        return newO;

    }

## MSC.Core/BusinessLogic/UserBusinessLogic.cs

### IUserBusinessLogic.cs

    //from admin controller after IR\_REFACTOR

    Task<IEnumerable<object>> GetUSersWithRoles();

    Task<BusinessResponse> EditRolesForUser(int adminUSerId, Guid userToUpdate, IEnumerable<string> roles);

### UserBusinessLogic.cs

#### Constructor

Add roleManager to constructor

    private readonly UserManager<AppUser> \_userManager;

    private readonly RoleManager<AppRole> \_roleManager;

    private readonly IUserRepository \_userRepo;

    private readonly ITokenService \_tokenService;

    private readonly IMapper \_mapper;

    private readonly IPhotoService \_photoService;

    public UserBusinessLogic(UserManager<AppUser> userManager, RoleManager<AppRole> roleManager,

                            IUserRepository userRepo, ITokenService tokenService, IMapper mapper,

                            IPhotoService photoService)

#### GetUsersWithRoles

    public async Task<IEnumerable<object>> GetUSersWithRoles()

    {

        //get the users, include UserRoles and then Role

        //return an annonamous object

        //exclude admin user

        var users = await \_userManager.Users

                        //.Include(r => r.UserRoles)

                        //.ThenInclude(r => r.Role)

                        //.Where(u => u.UserName.ToLower() != "admin")

                        .OrderBy(u => u.DisplayName)

                        .Select(u => new {

                            u.Id,

                            UserName = u.UserName,

                            DisplayName = u.DisplayName,

                            GuId = u.Guid,

                            Roles = u.UserRoles.Select(r => r.Role.Name).OrderBy(x => x).ToList()

                        })

                        .ToListAsync();

        return users;

    }

#### EditRolesForUSer

    public async Task<BusinessResponse> EditRolesForUser(int adminUSerId, Guid userToUpdate, IEnumerable<string> roles)

    {

        //check user

        var user = await \_userManager.Users.SingleOrDefaultAsync(x => x.Guid == userToUpdate);

        if(user == null)

            return new BusinessResponse(HttpStatusCode.NotFound, "User not found to update");

        //check roles to update

        if(roles == null || !roles.Any())

            return new BusinessResponse(HttpStatusCode.BadRequest, "No roles passed to update");

        //get the site roles

        var siteRoles = await \_roleManager.Roles.Select(r => r.Name).ToListAsync();

        //check roles to update are in siteRoles

        var notInSiteRoles = roles.Where(x => !siteRoles.Any(y => y == x)).ToList();

        if(notInSiteRoles != null && notInSiteRoles.Any())

            return new BusinessResponse(HttpStatusCode.BadRequest, $"Passed role(s) not in list {string.Join(",", notInSiteRoles)}");

        //current user roles

        var userRoles = await \_userManager.GetRolesAsync(user);

        //add the new roles only that do not below to user currently

        var resultAdd = await \_userManager.AddToRolesAsync(user, roles.Except(userRoles));

        if(!resultAdd.Succeeded)

            return new BusinessResponse(HttpStatusCode.BadRequest, "Failed to add the roles");

        //remove the roles as since the user may have removed some. Above is oly adding new ones

        var removeResult = await \_userManager.RemoveFromRolesAsync(user, userRoles.Except(roles));

        if(!removeResult.Succeeded)

            return new BusinessResponse(HttpStatusCode.BadRequest, "Failed to remove roles");

        //pick new roles

        var currentRoles = await \_userManager.GetRolesAsync(user);

        return new BusinessResponse(HttpStatusCode.OK, "Roles updates successfully!", currentRoles);

    }

## AdminController.cs

### Constructor

using System;

using System.Collections.Generic;

using System.Linq;

using System.Net;

using System.Threading.Tasks;

using Microsoft.AspNetCore.Authorization;

using Microsoft.AspNetCore.Mvc;

using MSC.Core.BusinessLogic;

using MSC.Core.Constants;

using MSC.Core.Extensions;

namespace MSC.WebApi.Controller;

public class AdminController : BaseApiController

{

    private readonly IUserBusinessLogic \_userBl;

    public AdminController(IUserBusinessLogic \_userBl)

    {

        this.\_userBl = \_userBl;

    }

### GetUserswithRoles

    [Authorize(Policy = SiteIdentityConstants.AuthPolicy\_Admin)]

    [HttpGet("users-with-roles")]

    public async Task<ActionResult<IEnumerable<object>>> GetUsersWithRoles()

    {

        var users = await \_userBl.GetUSersWithRoles();

        if(users == null || !users.Any())

            return NotFound("No users found");

        return Ok(users);

    }

And here is the response from this method

[

    {

        "id": 8,

        "userName": "atkinson",

        "displayName": "Atkinson",

        "guid": "6dfc56e9-a86e-480c-ac23-7f802462d6a1",

        "roles": [

            "Member"

        ]

    },

    {

        "id": 5,

        "userName": "blanca",

        "displayName": "Blanca",

        "guid": "092a9b9e-9fe3-4fc6-8b9d-488d33b33059",

        "roles": [

            "Member"

        ]

    }

]

### EditRoles

    [Authorize(Policy = SiteIdentityConstants.AuthPolicy\_Admin)]

    [HttpPost("edit-roles/{guid:Guid}")]

    public async Task<ActionResult<IEnumerable<string>>> EditRoles([FromRoute] Guid guid, [FromQuery] string roles)

    {

        if(string.IsNullOrWhiteSpace(roles))

            return BadRequest("No roles provided to update");

        //roles are comma seperated list so split

        var rolesList = roles.StringSplitToType<string>();

        if(rolesList == null || !rolesList.Any())

            return BadRequest("Unable to parse the roles passed");

        //edit the roles

        var result = await \_userBl.EditRolesForUser(User.GetId(), guid, rolesList);

        ActionResult actionResult = result.HttpStatusCode switch{

            HttpStatusCode.OK => Ok(result.ConvertDataToType<IEnumerable<string>>()),

            HttpStatusCode.BadRequest => BadRequest(result.Message),

            HttpStatusCode.NotFound => NotFound(result.Message),

            \_ => BadRequest("Unable to edit roles")

        };

        return actionResult;

    }

Response from above

[

    "Member"

]

# Postman

In the root “Postman\_collection.json”

Check Site-15